Design of High speed multi-redundant adders using Compressors
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Abstract:

Although redundant addition is widely used to design parallel multi-operand adders for ASIC implementations, the use of redundant adders on Field Programmable Gate Arrays (FPGAs) has generally been avoided. The main reasons are the efficient implementation of carry propagate adders (CPAs) on these devices (due to their specialized carry-chain resources) as well as the area overhead of the redundant adders when they are implemented on FPGAs. This paper presents different approaches to the efficient implementation of generic carry-save compressor trees on FPGAs.

They present a fast critical path, independent of bit width, with practically no area overhead compared to CPA trees. Along with the classic carry-save compressor tree, we present a novel linear array structure, which efficiently uses the fast carry-chain resources. This approach is defined in a parameter is able HDL code based on CPAs, which makes it compatible with any FPGA family or vendor. A detailed study is provided for a wide range of bit widths and large number of operands. Compared to binary and ternary CPA trees. This work estimates the performance of the proposed designs in terms of delay, area are implemented in Xilinx ISE.

1. Introduction:

Area and power reduction in data path logic systems are the main area of research in VLSI system design. High-speed addition and multiplication has always been a fundamental requirement of high-performance processors and systems. In digital adders, the speed of addition is limited by the time required to propagate a carry through the adder. The sum for each bit position in an elementary adder is generated sequentially only after the previous bit position has been summed and a carry propagated into the next position. The major speed limitation in any adder is in the production of carries and many authors have considered the addition problem. Multi-operand addition appears in many algorithms, such as multiplication SAD and others. To achieve efficient implementations of this operation, redundant adders are extensively used. Redundant representation reduces the addition time by limiting the length of the carry-propagation chains.

The most usual representations are carry-save (CS) and signed-digit (SD). A CS adder (CSA) adds three numbers using an array of Full-Adders (FAs), but without propagating the carries. In this case, the FA is usually known as a 3:2 counter. The result is a CS number, which is composed of a sum-word and a carry-word. Therefore, the CS result is obtained without any carrypropagation in the time taken by only one FA. The addition of two CS numbers requires an array of 4:2 compressors, which can be implemented by two 3:2 counters. The conversion to non-redundant representation is achieved by adding the sum and carry word in a conventional CPA.

2. CS COMPRESSOR TREES ON FPGAs:

we present different approaches to efficiently map CS compressor trees on FPGA devices. In addition, approximate area and delay analysis are conducted for the general case. A more accurate analysis for specific examples is provided in Section 4. Let us consider a generic compressor tree of Nop input operands with N bit width each. We also assume the same bit width for input and output operands.

Thus, input operands should have previously been zero or sign extended to guarantee that no overflow occurs. A detailed analysis of the number of leading guard bits required for multi-operand CS addition.
2.1 Regular CS Compressor Tree Design:

The classic design of a multi-operand CS compressor tree attempts to reduce the number of levels in its structure. The 3:2 counter or the 4:2 compressor are the most widely known building blocks to implement it [43]. We select a 4:2 compressor as the basic building block, be efficiently implemented on Xilinx FPGAs [28]. The implementation of a generic CS compressor tree requires \( dNop=2^{L-1} \) 4:2 compressors (because each one eliminates two signals), whereas a carry-propagate tree uses basic building block.

In relation to the delay analysis, from a classic point of view our compressor tree has \( Nop \) levels. This is much more than a classic Wallace tree structure and, thus, a longer critical path. Nevertheless, because we are targeting an FPGA implementation, we temporarily assume that there is no delay for the carry-chain path. Under this assumption, the carry signal connections could be eliminated from the critical path analysis and our linear array could be represented as a hypothetical tree, as shown in (where the carry-chain is represented in gray). To compute the number of effective time levels (ETL) of this hypothetical tree, each CSA is considered a 2:1 adder, except for the first, which is considered a 3:1 adder. Thus, the first level of adders is formed by the first \( b \cdot \frac{Nop-1}{2} \) CSAs (which correspond to partial addition of the input operands). This first ETL produces \( b \cdot \frac{Nop-1}{2} \) partial sum-words that are added to a second level of CSAs (together with the last input operand if \( Nop \) is even) and so on, in such a way that each ETL of CSAs halves the number of inputs to the next level. Therefore, the total ETLs in this hypothetical tree are \( L \leq \log_2 Nop \cdot \frac{Nop-1}{2} \); \( \delta_L \) and the delay of this tree is approximately \( L \) times the delay of a single ETL. The other assumes a carry-in of 1, selecting which adder had the correct assumption via the actual carry-in yields the desired result.

One extreme situation occurs when the delay of the whole carry-chain corresponding to each ETL (\( d_{carry} \) the number of CSAs of the ETL) is always greater than the delay from an ETL to the next one (\( d_{sum} \)). In this case, the timing behavior corresponds to a linear array and the critical path is represented in Fig. 4. Initially, the first carry out signal is generated from I1, I2, I3 in the first CSA and then the carry signal is propagated through the whole carry-chain until the output. Thus, the delay of the critical path has two components corresponding to the generation of the first carry signal and the propagation through the carry-chain. If we characterize the delay from a general input to the carry output in the first CSA (including later routing) as \( d_{sum} \), then the estimated lower bound for the delay of the compressor tree is \( D_{low} = d_{sum} + \frac{Nop-1}{2} \cdot d_{carry} \). As mentioned, \( d_{sum} \) is usually one order of magnitude greater than \( d_{carry} \). Thus, the initial condition could be partially fulfilled for compressor trees with high \( Nop \), but only in the first ETLs, because the number of CSAs on each ETL is nearly halved compared to the previous one. In fact, because the last ETL has only one CSA (ETL0 in Fig. 2), this condition (i.e., in all ETLs) can only be completely fulfilled if \( d_{sum} < d_{carry} \), which is not possible on FPGAs.

2.2 Linear Array Structure:

In the previous approach, specialized carry resources are only used in the design of a single 4:2 compressor, but these resources have not been considered in the design of the whole compressor tree structure. To optimize the use of the carry resources, we propose a compressor tree structure similar to the classic linear array of CSAs [24]. However, in our case, given the two output words of each adder (sum-word and carry-word), only the carry-word is connected from each CSA to the next, whereas the sum words are connected to lower levels of the array.
Fig. 2 shows an example for a 9:2 compressor tree designed using the proposed linear structure, where all lines are N bit width buses, and carry signal are correctly shifted. For the CSA, we have to distinguish between the regular inputs (A and B) and the carry input (Ci in the figure), whereas the dashed line between the carry input and output represents the fast carry resources. With the exception of the first CSA, where Ci is used to introduce an input operand, on each CSA Ci is connected to the carry output (Co) of the previous CSA, as shown in Fig. 2. Thus, the whole carry-chain is preserved from the input to the output of the compressor tree (from I0 to Cf).

First, the two regular inputs on each CSA are used to add all the input operands (II). When all the input operands have been introduced in the array, the partial sum-words (Si) previously generated are then added in order (i.e., the first generated partial sums are added first) as shown in Fig. 2. In this way, we maximize the overlap between propagation through regular signals and carry-radiations. Regarding the area, the implementation of a generic compressor tree based on N bit width CSAs requires Nop 2 of these elements (because each CSA eliminates one input signal) [24].

Therefore, considering that a CSA could be implemented using the same number of resources as a binary CPA (as shown below), the proposed linear array, the 4:2 compressor tree, and the binary CPA tree have approximately the same hardware cost. In relation to the delay analysis, from a classic point of view our compressor tree has Nop 2 levels. This is much more than a classic Wallace tree structure and, thus, a longer critical path. Nevertheless, because we are targeting an FPGA implementation, we temporarily assume that there is no delay for the carry-chain path.

Under this assumption, the carry signal connections could be eliminated from the critical path analysis and our linear array could be represented as a hypothetical tree, as shown in Fig. 3 (where the carry-chain is represented in gray). To compute the number of effective time levels (ETL) of this hypothetical tree, each CSA is considered a 2:1 adder, except for the first, which is considered a 3:1 adder. Thus, the first level of adders is formed by the first bNop 1 P=2 c CSAs (which correspond to partial addition of the input operands). This first ETL produces bNop 1 P=2 c partial sum-words that are added to a second level of CSAs (together with the last input operand if Nop is even) and so on, in such a way that each ETL of CSAs halves the number of inputs to the next level. Therefore, the total ETLs in this hypothetical tree are \( L \approx \log_2 Nop + \frac{1}{2} Nop \) and the delay of this tree is approximately \( L \) times the delay of a single ETL.

Time model of the proposed CS 9:2 compressor tree. However, the delay of the carry-chain is comparatively low, but not null. Let us consider just two global values for the delay: dcarry, which is the delay for the path between the carry inputs (Ci) of two consecutive CSAs (see Fig. 3); and d, which is the delay from one general input of a CSA (A or B) to a general input of a directly connected CSA. Thus, the time taken by the data to go from an ETL to the next one (see Fig. 3). Even under this simplified scenario, it is unfeasible to obtain a general analytical expression for the delay of our compressor tree structure. On each ETL, the propagation through carry-chains and the general paths are overlapped and this overlap depends on multiple factors.

First, it depends on the relative relationship between the values of d carry and dsum (which is associated with the FPGA family used). Second, it depends on the number of operands that affect both the delay of the carry-chain of each ETL and the internal structure of the hypothetical tree. Even though the former could be expressed as an analytical formula, the latter cannot be expressed in this way (especially when Nop 1 is not a power of two). However, it is possible to bound the critical path delay by considering two extreme options.

One extreme situation occurs when the delay of the whole carry-chain corresponding to each ETL (d carry the number of CSAs of the ETL) is always greater than the delay from an ETL to the next one (dsum). In this case, the timing behavior corresponds to a linear array and the critical path is represented in Fig. 4. Initially, the first carry out signal is generated from I1, I2, I3 in the first CSA and then the carry signal is propagated through the whole carry-chain until the output. Thus, the delay of the critical path has two components corresponding to the generation of the first carry signal and the propagation through the carry-chain.
If we characterize the delay from a general input to the carry output in the first CSA (including later routing) as \(d_{sum}\), then the estimated lower bound for the delay of the compressor tree is \(D_{low} > d_{sum} + \delta_{Nop} \geq 2\). As mentioned, \(d_{sum}\) is usually one order of magnitude greater than \(d_{carry}\). Thus, the initial condition could be partially fulfilled for compressor trees with high \(Nop\), but only in the first ETLs, because the number of CSAs on each ETL is nearly halved compared to the previous one. In fact, because the last ETL has only one CSA (ETL0 in Fig. 2), this condition (i.e., in all ETLs) can only be completely fulfilled if \(d_{sum} < d_{carry}\), which is not possible on FPGAs.

Therefore, although (4) is an underestimated lower bound, it reflects the behavior of the first ETLs for high \(Nop\), as described below. The other extreme situation occurs when the delay of the carry-chain on each ETL (\(d_{carry}\) the number of CSAs of the ETL) is always less than the delay from an ETL to the next one (\(d_{sum}\)). In this case, we obtain the hypothetical tree presented in Fig. 3. The critical path is shown in Fig. 5. It begins as in the previous case: A first carry generation from the general inputs and carry propagation through the carry-chain of the first ETL, because all internal general paths of the CSAs corresponding to the first ETL are updated in parallel and they need the carry input to generate the output signals. However, due to the initial premise, and because sum signals arrive at the first CSAs of each ETL earlier than at the last ones, after the first ETL the critical path goes from one ETL to the next one through the general routing.

Therefore, the delay of the critical path has three components corresponding to the generation of the first carry signal, propagation through the carry-chain of the first ETL, and propagation across the remaining of the ETLs. In this case, taking into account that the delay between the carry input and the sum output (including later routing) is approximately \(d_{carry}\), the estimated upper bound for the delay of the compressor tree is \(D_{high} \geq d_{sum} + \delta_{Nop} \geq 2\). As mentioned, \(d_{sum}\) is usually one order of magnitude greater than \(d_{carry}\). Thus, the scenario is very frequent because if the delay through the carry-chain of the first ETL is less than \(d_{sum}\), then the next ETLs hold this condition. Thus, only the following condition: \(d_{sum} > d_{Nop} \geq 2\) \(d_{carry}\); \(\delta_{Nop}\) needs to be fulfilled. Therefore, for values of \(Nop\) up to \(2d_{sum}=d_{carry}\), the delay of the linear array compressor tree is very close to \(D_{high}\).

However, for greater values of \(Nop\), the delay of the compressor tree is between \(D_{low}\) and \(D_{high}\), because the hypothetical structure of the compressor tree is a mix of both situations: The first CSAs form a linear array until the delay of the carry-chain in an ETL is lower than \(d_{sum}\), and then the remaining ones form a hypothetical tree. In any case, the behavior of the delay related to the number of operands has two additive components: 1) a discontinuous logarithmic variation due to the number of ETLs of the hypothetical tree; and 2) a linear variation 2 0 1 6 IEEE TRANSACTIONS ON COMPUTERS, VOL. 62, NO. 10, OCTOBER 2013 Fig. 4. Critical path of the proposed 9:2 compressor tree for linear array behavior. Fig. 5. Critical path of the proposed 9:2 compressor tree for tree behavior. Related to the propagation through either the carry-chain of the first ETL (for low \(Nop\)) or the linear array part (for high \(Nop\)). In addition, increasing \(Nop\) causes the growth of the last term, which could occasionally reduce the value of the first term, because first ETLs of the tree part could become part of the linear structure. As a result, logarithmic behavior is dominant for low values of \(Nop\), whereas linear behavior prevails for high values. On the other hand, due to the interaction of these two terms, the curve of the delay in relation to \(Nop\) is smooth, instead of the increment by steps produced in a classic tree, as shown in Section 4. If we compare this approach to the one based on 4:2 compressors, the hypothetical tree of the former generally has one more level than the latter. In addition, the linear array compressor tree also has a delay associated with the linear component, whereas the 4:2 compressor tree does not.
4. CONCLUSIONS:

Efficiently implementing CS compressor trees on FPGA, in terms of area and speed, is made possible by using the specialized carry-chains of these devices in a novel way. Similar to what happens when using ASIC technology, the proposed CS linear array compressor trees lead to marked improvements in speed compared to CPA approaches and, in general, with no additional hardware cost. Furthermore, the proposed high-level definition of CSA arrays based on CPAs facilitates ease-of-use and portability, even in relation to future FPGA architectures, because CPAs will probably remain a key element in the next generations of FPGA. We have compared our architectures, implemented on different FPGA families, to several designs and have provided a qualitative and quantitative study of the benefits of our proposals.
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