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Abstract: 

Internet of things refers to uniquely identifiable 

objects and the representation of these physical 

objects in a virtual form in an Internet like structure. 

The numberof things that get added to the network 

are increasing day by day. These connected devices 

are bound to reach 50 billion by 2020. MQTT or 

Message Queue Telemetry Transport is an Internet 

Of Things protocol for machine to machine 

communication. The protocol was invented by Andy 

Stanford-Clark of IBM, and Arlen Nipper of Cirrus 

Link Solution. MQTT is a Client Server 

publish/subscribe messaging transport protocol. It is 

light weight, open, simple, and designed so as to be 

easy to implement. This paper is designed to 

introduce the fundamental information about MQTT 

protocol. It represents an overview of MQTT from 

starting history till the present development. 
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Introduction: 

MQTT is a Client Server publish/subscribe messaging 

transport protocol. It is light weight, open, simple, and 

designed so as to be easy to implement. These 

characteristics make it ideal for use in many situations, 

including constrained environments such as for 

communication in Machine to Machine (M2M) and 

Internet of Things (IoT) contexts where a small code 

footprint is required and/or network bandwidth is at a 

premium. 

 

The protocol runs over TCP/IP, or over other network 

protocols that provide ordered, lossless, bi-directional 

connections. As per MQTT V3.1 Protocol 

Specification,“MQ  Telemetry  Transport (MQTT) is a 

lightweight broker-based publish/subscribe messaging 

protocol designed to be open, simple, lightweight  and 

easy to implement.” MQTT runs over TCP/IP. It 

enables transfer of telemetry style data which is 

nothing but sensor and actuator data. The sensors and 

actuators communicate with applications through 

MQTT message broker. It is useful for connections 

with remote locations where a small code footprint is 

required and/or network bandwidth is at a premium. 

 

For example: Usage in health clinics where doctors 

can remotely monitor patients at their home. 
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Related Work: 

MQTT core components consist of clients, servers or 

brokers, sessions, subscriptions and topic. The 

publish/subscribe messaging model consists of a 

number of publishers and subscribers connected to a 

broker. Publishers send (publish) messages to the 

broker on a specific "topic". Subscribers register 

(subscribe) their interest in certain topics with the 

broker. The broker manages the connections to the 

publishers and subscribers and distributes the 

messages it receives from the publishers to the 

subscribers according to their subscribed topics. Thus 

the publishers and subscribers are nothing but the 

clients. Topics allow clients to exchange information 

with defined semantics. All communication between a 

server and clients happens through a session. The spec 

also defines the messages and their structures. 

 

MQTT runs over TCP/IP. In addition to TCP/IP’s 

guaranteed delivery, MQTT adds 3 more QoS layers 

on top of TCP, at-most once delivery, at-least-once 

delivery and exactly once delivery. HTTP protocol is a 

request – response protocol and is not suitable for 

telemetry type communication. 

 

Features: 

 Use of the publish/subscribe message pattern 

which provides one-to-many message 

 distribution and decoupling of 

applications. 

 A messaging transport that is agnostic to the 

content of the payload.  

 

Three qualities of service for message delivery:  

1) "At most once", where messages are delivered 

according to the best efforts of the operating 

environment. Message loss can occur. This level could 

be used, for example, with ambient sensor data where 

it does not matter if an individual reading is lost as the 

next one will be published soon after. 

 

2) "At least once", where messages are assured to 

arrive but duplicates can occur.  

3) "Exactly once", where message are assured to arrive 

exactly once. This level could be used, for example, 

with billing systems where duplicate or lost messages 

could lead to incorrect charges being applied.  

 

Characteristics: 

 Lightweight message queueing and transport 

protocol . 

 Asynchronous communication model with 

messages (events)  

 Low overhead (2 bytes header) for low 

network bandwidth applications  

 Publish / Subscribe (PubSub) model  

 Decoupling of data producer (publisher) and 

data consumer (subscriber) through topics 

 (message queues)  

 Simple protocol, aimed at low complexity, low 

power and low footprint implementations 

 (e.g. WSN - Wireless Sensor 

Networks)  

 Runs on connection-oriented transport (TCP). 

To be used in conjunction with 6LoWPAN 

 (TCP header compression)  

 MQTT caters for (wireless) network 

disruptions. 

 

MQTT client: 

A MQTT client is any device from a micro controller 

up to a full fledgedserver, that has a MQTT library 

running and is connecting to an MQTT broker over 

any kind of network.This could be a really small and 

resource constrained device, that is connected over a 

wireless network and has a library strapped to the 

minimum or a typical computer running a graphical 

MQTT client for testing purposes, basically any device 

that has a TCP/IP stack and speaks MQTT over it. The 

client implementation of the MQTT protocol is very 

straight-forward and really reduced to the essence. 

 

MQTT Broker: 

There are several MQTT brokers available such as 

ActiveMQ, Apollo, IBM Message Sight, JoramMQ, 

Mosquitto, RabbitMQ, and Solace Message Routers. 
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They vary in their feature set and some of them 

implement additional features on top of the standard 

MQTT functionality. 

 

MQTT Connection 

The MQTT protocol is based on top of TCP/IP and 

both client and broker need to have a TCP/IP stack. 

 
 

The MQTT connection itself is always between one 

client and the broker, no client is connected to another 

client directly. The connection is initiated through a 

client sending a CONNECT message to the broker. 

The broker responses with a CONNACK and a status 

code.Once the connection is established, the broker 

will keep it open as long as the client doesn’t send a 

disconnect command or it loses the connection. 

 
 

MQTT methods: 

MQTT defines methods (sometimes referred to as 

verbs) to indicate the desired action to be performed on 

the identified resource. What this resource represents, 

whether pre-existing data or data that is generated 

dynamically, depends on the implementation of the 

server. Often, the resource corresponds to a file or the 

output of an executable residing on the server. 

1) Connect: Waits for a connection to be established 

with the server. 

2) Disconnect: Waits for the MQTT client to finish 

any work it must do, and for the TCP/IP session to 

disconnect. 

3) Subscribe: Waits for completion of the Subscribe 

or Unsubscribe method. 

4) Unsubscribe: Requests the server unsubscribe the 

client from one or more topics. 

5) Publish: Returns immediately to the application 

thread after passing the request to the MQTT client. 

 

MQTT vs MQTT-SN: 

MQTT-SN is designed to be as close as possible to 

MQTT, but is adapted to the peculiarities of a wireless 

communication environment. 

1. CONNECT message, divided in three parts (Will 

Topic –Will Message);  

2. Topic and Procedure to obtain the ID for a particular 

Topic Name;  

3. Pre-defined Topic ID and Short Topic ID (2bytes-

long), for which no registration process  is necessary;  

4. Discovery Procedure to obtain the MQTT-SN 

Gateway IP Address;  

5. Not only client’s subscriptions are persistent 

(RETAIN=1), but also Will topic and Will message.  

6. Support of sleeping clients: with this procedure, 

battery-operated devices can go to a  sleeping state 

during which all messages destined to them are 

buffered at the server/gateway and delivered later to 

them when they wake up. 

 
 

Real world application of MQTT: 

1) Smart Lab: Ideated at the University of 

Southampton, it was a project for monitoring lab 

experiments in the Chemistry department, and 
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displaying a live dashboard on a Java-enabled 

cellphone, all using MQTT and the IBM broker 

technology. 

2) Flood Net: The projects centers upon the 

development of providing a pervasive, continuous, 

embedded monitoring presence, by processing and 

synthesizing collected information over a river and 

functional floodplain. 

3) Facebook Messenger: Facebook has used aspects of 

MQTT in Facebook Messenger. However, it is unclear 

how much of MQTT is used or for what. Moreover, it 

is to be noted that this is a phone application, not a 

sensor application. 

 

Advantages of MQTT include: 

1. Fast throughput and response time.  

2. Less usage of bandwidth. 

3. Multiple message subscription multiplexed over a 

single connection etc. 

 

Limitations of MQTT include: 

1)  No queues 

The protocol only speaks with topics. The 

specification doesn’t mention any queue concept.A 

topic sends a message to all current subscribers. A 

topic doesn’t store message itself. 

 

2)No TTL (“time-to-live”) on message. 

The protocol does not allow adding a TTL attribute per 

message. So if you use the “clean session” 

Parameter,the message will be held indefinitely in the 

broker. 

 

Conclusion: 

This section of the paper deals with the results that 

encourage developers to use MQTT as a messaging 

protocol in their applications. The section provides 

comparative results for MQTT and HTTP for the 

field’s transmission efficiency,delay. MQTT appears 

weak in security. It does best as a communication bus 

for live data. Clients make long-lived outgoing TCP 

connectionto a broker. OASIS standard version of the 

MQTT protocol specification is targeted for 

completion within 12 months of first meeting. Follow-

on versions of the standard to address additional in-

scope capabilities may be developed on a schedule to 

be defined by the TC. 

 

Future Scope: 

The proposed paper is a basic prototype of the 

applications of using MQTT protocol for home and 

industrial automation applications. The paper can be 

extended to full-fledged systems capable of 

interconnection of hundreds of sensors and many 

actuators. This approach requires efficient design of 

Brokers or Servers to meet the needs of the 

application. 

 

The following are a few applications intended for the 

future of MQTT: 

 MQTT can be used as part of a large sensor 

network capable of monitoring floods, 

volcanic eruptions and earthquakes achievable 

through the deployment of application specific 

sensors in disaster prone areas. 

 The ideology of MQTT can also be extended 

to be part of a large network of energy 

monitoring systems. The basic ideology of 

Smart Metering can be extended to 

interconnect large number of meters to 

Brokers and form energy efficient solutions in 

order to build a smarter planet. 
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